You are given an m x n integer matrix grid, where you can move from a cell to any adjacent cell in all 4 directions.

Return *the number of****strictly******increasing****paths in the grid such that you can start from****any****cell and end at****any****cell.*Since the answer may be very large, return it **modulo** 109 + 7.

Two paths are considered different if they do not have exactly the same sequence of visited cells.

**Example 1:**

![](data:image/png;base64,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)

**Input:** grid = [[1,1],[3,4]]

**Output:** 8

**Explanation:** The strictly increasing paths are:

- Paths with length 1: [1], [1], [3], [4].

- Paths with length 2: [1 -> 3], [1 -> 4], [3 -> 4].

- Paths with length 3: [1 -> 3 -> 4].

The total number of paths is 4 + 3 + 1 = 8.

**Example 2:**

**Input:** grid = [[1],[2]]

**Output:** 3

**Explanation:** The strictly increasing paths are:

- Paths with length 1: [1], [2].

- Paths with length 2: [1 -> 2].

The total number of paths is 2 + 1 = 3.

**Constraints:**

* m == grid.length
* n == grid[i].length
* 1 <= m, n <= 1000
* 1 <= m \* n <= 105
* 1 <= grid[i][j] <= 105